Object Oriented Development

Mocking with Moq Walkthrough

What does this walkthrough cover?

This walkthrough will introduce you to mocking, which is a Test Driven Development technique that we will use in conjunction with MS Test. We will be using the Moq framework.

How long will the walkthrough take to complete?

3-4 hours

What should you have already completed?

TDD and Collections

What do you need?

In order to complete this tutorial exercise you will need:

* Visual Studio 2013 Community Edition
* Notepad++
* Source Control
* Moq

What does this walkthrough cover?

* An overview of the concept of mocking frameworks and why we use them
* Mock objects
* Verifying behaviour
* Stubbing expected behaviour
* Matchers

Mocking Frameworks

Many modern Object Oriented languages have frameworks (libraries, if you prefer) that allow developers to utilise *Mocking* as part of the Test Driven Development Process. C# is no exception and whilst there are a number of mocking frameworks in C#, one of the most popular (and easiest to learn) is **Moq**.

The API can be found here: <https://github.com/Moq/moq4>

What is mocking and why would I want to use it?

Mocking frameworks typically provide a number of benefits for when we are applying the TDD process.

1. Testing Behaviour

**Question: What is it that XUnit really tests? Are there any limitations to the types of methods we can test with XUnit?**

**Answer: XUnit tests *State*, that is, the values of variables at a given point in time. XUnit *cannot* test void methods. This is a big limitation.**

Mocking frameworks allow developers to write tests that test the *behaviour* of their application. Behaviour here is defined to mean a *method call*. As such we can invoke (call) a method within our application and then observe *which methods it calls* in other objects, *how many* *times* it calls those methods, and *the parameters that are passed to them*.

1. Mock Objects

We can also use Moq to produce **Mock Objects**. Mock objects are *fake* versions of real objects; they are hollow with no defined functionality. Methods inside mock objects perform no logic, if they are defined to return a value, they will simply return the default value for that type; zero for primitives or null for objects.

**Question: Why is this useful?**

**Answer: Isolation. They allow us to isolate parts of our system from one another.**

**Scenario**

Imagine you have just finished developing a class via unit testing that must make a series of calls to a database.

All of your tests pass, your code works as expected.

**Question: If the database crashes, should all your tests still pass? Does the fact that the database is down now mean that your code is incorrect?**

**Answer: Your code has not changed. Your tests *should* still pass. So we need a way that we can isolate our test code from the database. We will achieve this via mocking.**

1. Dependency Injection

Finally, mocking encourages us to write code that makes use of Dependency Injection. Dependency Injection is the concept of *giving* an object all of the associated dependencies it needs to do its job, rather than have it make them itself.

Dependency injection allows us to write better Object Oriented code and ties in directly to Single Responsibility, Open/Close and Dependency Inversion, as we will see.

Setting up Moq

We will be building on the Project in the previous XUnit walkthrough- **TDDBookShopWalkthrough**.

If you have not done so already, add that code to SVN so that we may revert to the earlier version if we wish. However, there is no need to have a working version, as this walkthrough tests different functionality.

Moq is a library external to .Net – we need to install it. We can install it very easily from inside Visual Studio.

Right click your unit test project in the solution explorer and click ‘Manage NuGet Packages’. NuGet is a package manager that Visual Studio uses to install and maintain all external libraries that your solution relies on.

In the Nuget window use the search bar to find Moq and select it when it appears. Press the install button to install it to your unit test project.

Alternatively you can use the NuGet Package Manager Console to install libraries. The console can be found under the tools option in the menu bar. The command to install NuGet is:

Install-package moq

Ensure that the correct project (ie. The unit test project) is selected in the default project dropdown at the top of the console.

Moq Example

**Requirements**

We will be returning to our Book Shop application here, but adding some additional functionality.

**The book shop application will consists of a stock checker service that, before allowing a user to add a book to a basket, should make a call to the database and check whether that book is currently in stock.**

**The stock checker will take the unique ISBN of a book and make a call to a database to check how many are in stock.**

Note that the requirements talk about a database. You will not have covered how to make calls to a database from C# yet, so we will have to fake it using mocks (exactly how they are intended to be used).

Creating a Test Class

As mentioned above, Moq is designed to be used in conjunction with XUnit, not instead of it. As such, our tests will use much of the same syntax and ideas as our XUnit ones did.

Create a new class in UnitTests called **StockCheckerTest**

## Test 1

*The NumberInStock method of the StockChecker object should make a call to the ReadQuantity method of a DatabaseReader object once when called.*

Initially, our test will look something like this:

[Fact]

**public** **void** Test\_NumberInStock\_CallsReadQuantityMethodOfOurDatabaseReaderExactlyOnce\_WhenCalled()

{

//Arrange

string isbn = "ABC1234567";

StockChecker stockChecker = **new** StockChecker();

//Act

stockChecker.NumberInStock(isbn);

//Assert

mockDatabaseReader.Verify(r => r.ReadQuantity(It.IsAny<string>),Times.Once);

}

As we can see, the Arrange/Act/Assert structure of the test is maintained, the difference here is that instead of using one of XUnit **Assert** methods, we are instead using Moq’s **Verify** method as our actual test condition.

Within this test we are:

* Creating our StockChecker object, which we will be testing
* Making a call to the NumberInStock(isbn) method of the stockChecker object, passing it an isbn to check
* Verifying that, after we call NumberInStock(isbn), the method ReadQuantity() is called 1 time in the object mockDatabaseReader and being passed a string of some kind

You can think of *Verify* like a line of dominoes. We are flicking the first domino (calling the *NumberInStock(isbn)* method) and watching what happens as a result. In this case, we are expecting a call to be made to the *ReadQuantity()* method in another object.

**Matchers**

***It.IsAny()* is part of a family of methods within Moq called matchers. They allow us to be very general in defining our test conditions and are a good way to, at least initially just test that a method is being called and allows us to ignore *what arguments* it’s being called with.**

**Some other matchers are *Is() and Match().* Custom matchers can be defined as so (here, using Book as an example).**

So, we are expecting a call to a *mockDatabaseObject*, however the object *mockDatabaseReader* does not yet exist, so there is no way that its method can be called. Let’s think about what our UML may look like:

![C:\Users\andrew.billington\AppData\Local\Microsoft\Windows\Temporary Internet Files\Content.Word\StockChecker Diagram.png](data:image/png;base64,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)

Ultimately, we will need to write a class that is capable of running queries on a database, we are not however currently interested in the *DatabaseReader* class, so we will simply define it as an interface and worry about it later (when we are, in turn testing *it*).

As such, *DatabaseReader* will not have an implementation; it won’t do anything. We cannot make any actual calls to a database. This is not a concern however, as we are currently interested in the *StockChecker* object. As long as it does its job correctly, we should be happy. What’s its job? To make calls to the *DatabaseReader*. What the *DatabaseReader* does when we call it is immaterial.

mockDatabaseReader

Within our test, we are referring to an object called *mockDatabaseReader*, but where does it come from? We can’t instantiate an IDatabaseReader because it is an interface (even if it weren’t, we still wouldn’t *want* to).

We instead will make a *mock* object of type IDatabaseReader.

A **mock object** looks like a real object, as far as our program is concerned, but is actually just a hollow representation of an object. This has two benefits:

1. We can mock objects and interfaces that haven’t even been written yet and treat them as if they had been
2. We can ignore the actual implementation of an object that *has* already been written
   1. The main benefit here is that if our database reader *had* been written and we were to use it directly, it would make dozens and dozens of calls to our database every time we ran our unit tests. Something we don’t want. Using a mock allows us to ignore that implementation and pretend it does nothing.

So, we’ll alter our test to add a mock database reader object. Moq provides a build in method to create mocks that is straightforward to use.

[Fact]

**public** **void** test\_NumberInStock\_CallsReadQuantityMethodOfOurDatabaseReaderExactlyOnce\_WhenCalled()

{

//Arrange

string isbn = "ABC1234567";

Mock<IDatabaseReader> mockDatabaseReader = new M*ock*<IDatabaseReader>();

StockChecker stockChecker = **new** StockChecker();

//Act

stockChecker.numberInStock(isbn);

//Assert

mockDatabaseReader.Verify(r => r.ReadQuantity(It.IsAny<string>()),Times.Once);

}

**Rule of Thumb**

**The only *real* object that you should have inside your test class should be the one you are testing. Everything else should ideally be mock objects. This means that we are fully isolating the class under test of any influencing outside factors, meaning we can focus on the class we are actually developing right now.**

Compiling Our Test

Let’s move onto step 2 of the TDD process and make our code compile:

* Create an interface called IDatabaseReader
  + Give it a method called ReadQuantity(String id)

**Public interface** IDatabaseReader

{

**int** ReadQuantity(string id);

}

* Create a class called StockChecker
  + Give it a method called NumberInStock(String isbn)

**public** **class** StockChecker

{

**public** **int** NumberInStock(string isbn){

**return** 0;

}

}

Your test should now compile. Run it and watch it fail; make sure you are happy with *why* it fails at this point.

Making Our Test Pass

Step 4 of TDD asks that we get our test to pass in the simplest way possible. How can we do this?

One thing that may spring to mind is to create a new object of type IDatabaseReader inside our StockChecker object and then call its ReadQuantity method. As it stands, this will not work as IDatabaseReader is an interface (which we cannot instantiate). Even if IDatabaseReader were a class though and we were to instantiate it and call its method, our test would still not pass as it would be a *different* object to the one in our test (which we are watching with verify).

In order to make our test pass, we need to pass a reference to our mock object from our test, into the class we are testing. We will use **dependency injection** to achieve this.

We need to add a custom constructor to our StockChecker object and pass it an IDatabaseReader.

**public** **class** StockChecker {

**private** IDatabaseReader reader;

**public** StockChecker(IDatabaseReader reader){

**this**.reader = reader;

}

**public** **int** NumberInStock(String isbn){

**return** 0;

}

}

It is now impossible to create a new StockChecker object without also giving it a DatabaseReader object of some kind (we’re using dependency inversion to allow us to pass any class that implements DatabaseReader). Once we have created our StockChecker, it will then have a *permanent member variable* of type DatabaseReader, so whenever it needs one, it will use the one we gave it at creation.

These two objects are now *associated* with one another and will be until StockChecker no longer exists in memory.

Update our test to inject our StockChecker object a DatabaseReader:

[Fact]

**public** **void** Test\_NumberInStock\_CallsReadQuantityMethodOfOurDatabaseReaderExacltyOnce\_WhenCalled()

{

//Arrange

string isbn = "ABC1234567";

Mock<IDatabaseReader> mockDatabaseReader =

new M*ock*<IDatabaseReader>();

StockChecker stockChecker = n**ew** StockChecker(mockDatabaseReader.Object);

//Act

stockChecker.NumberInStock(isbn);

//Assert

mockDatabaseReader.Verify(r => r.ReadQuantity(It.IsAny<string>()),Times.Once);

}

Here we are injecting our *mock* DatabaseReader object into our StockChecker. When we run our program for real in a live environment, we will instead inject a real, functioning DatabaseReader and it will instead call a real object capable of making real calls to a database.

A Passing Test

Now, at last, we can make our test pass by amending NumberInStock(String isbn) in StockChecker to make the required call:

**public** **int** NumberInStock(string isbn){

reader.ReadQuantity("");

**return** 0;

}

Just pass an empty string into *ReadQuantity* for the time being. Run your test, it should now pass.

Recap

In writing our first Test, we have utilised the Moq framework to produce a mock object, used dependency injection to associate it with the object that needs it and finally we have verified that one of the mock objects methods is called (as a result of calling the method we are actually testing). We also used a matcher to make our test simpler.

Note that it is impossible to use the *verify* method with real objects, so we are in fact *required* to use mock objects when testing behaviour within our system.

Test 2

*When passed the ISBN number of a book, the stock checker method of book service should make a call to the database reader object exactly once, passing the ISBN number it was given to the database reader object.*

Test 3

*If 3 copies of the book exist within the database, then when the database object returns the value 3, the stock checker method should return true. - STUBBING*

Method Stubbing

Method stubbing is like mocking but for methods. When a mock object is created it is created without any information on what to do if one of its methods is called. In order for a mocked object to know it needs to have its methods stubbed. A method stub just tells a mocked object what to do or what to return when it’s method is called.

At this point we have successfully mocked a class and used it in a test. However, if we try to actually call the database reader in a new test it will fail.

public int NumberInStock(string isbn)

{

return \_reader.ReadQuantity(isbn);

}

[Fact]

public void Test\_NumberInStock\_ReturnsThree\_WhenThreeCopiesExistInTheDatabase()

{

//Arrange

string isbn = "ABC1234567";

int expected = 3;

Mock<IDatabaseReader> mockDatabaseReader = new Mock<IDatabaseReader>();

StockChecker stockChecker = new StockChecker(mockDatabaseReader.Object);

//Act

int actual = stockChecker.NumberInStock(isbn);

//Assert

Assert.Equal(expected, actual);

}

This test will fail because we are now trying to call the ReadQuantity method on the mocked object. Because the mocked object is a fake it doesn’t actually know what to do when that method is called.

The first thing we need to do though is create a concrete implementation of IDatabaseReader.

public class DatabaseReader : IDatabaseReader

{

public int ReadQuantity(string id)

{

return 0;

}

}

Now we can stub the ReadQuantity method and pass the mock object into the stockchecker constructor.

[Fact]

public void Test\_NumberInStock\_ReturnsThree\_WhenThreeCopiesExistInTheDatabase()

{

//Arrange

string isbn = "ABC1234567";

int expected = 3;

Mock<IDatabaseReader> mockDatabaseReader = new Mock<IDatabaseReader>();

mockDatabaseReader.Setup(r => r.ReadQuantity(It.IsAny<string>())).Returns(3);

StockChecker stockChecker = new StockChecker(mockDatabaseReader.Object);

//Act

int actual = stockChecker.NumberInStock(isbn);

//Assert

Assert.Equal(expected, actual);

}

This test now passes. If you follow the test through the debugger you will see that the real ReadQuantity method never actually gets called. The mock object sees that we want to call the ReadQuantity method and just returns us 3 because that’s what we set up the object to do.

It is ok that we never call the real ReadQuantity method because we are not testing the DatabaseReader, we are only interested in what the StockChecker is doing.